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# Введение.

Целью топо-геодезических работ является создание цифровой модели местности, которая в свою очередь определяется в пространстве набором точек с трёхмерными координатами.

Для этих целей используется различное современное оптико-электронное и спутниковое оборудование, но в любом случае исходными данными для этих работ является опорная геодезическая сеть.

Геодезическая сеть — совокупность специально обозначенных (закреплённых) точек земной поверхности (геодезических пунктов), положение которых определено в общей для них системе координат. Применяется в целях установления, распространения и связи предусмотренных геодезических систем координат и высот. Геодезические сети создают по принципу перехода от сетей более высокоточных и масштабных к сетям с меньшими расстояниями и менее точными измерениями

Геодезический пункт — точка, особым образом закреплённая на местности (в грунте, на строении или другом искусственном сооружении) и являющаяся носителем координат, определённых геодезическими методами.

Настоящий проект ставит перед собой целью разработку бэкэнда веб-приложения для работы с базой данных опорных геодезических пунктов, со следующей функциональностью:

* получение списка всех пунктов
* добавление пункта в базу данных
* изменение атрибутов пункта с заданным идентификатором
* удаление пункта с заданным идентификатором
* получение пункта по уникальному идентификатору
* получение списка пунктов по названию
* получение списка пунктов по номенклатуре листа
* получение списка пунктов в заданном районе

В проекте используются следующие инструменты и технологии:

**-** рабочая машина под управлением операционной системы **Ubuntu 20.04**

- разработка пояснительной записки к проекту в программе **LibreOffice Writer**

- формат пояснительной записки Word 2007-365(.docx)

- среда разработки **Intellij Idea(Community Edition)**

- система контроля версий **git**

- хранение файлов проекта публичный репозиторий на онлайн платформе **Github**

- реализация клиент-серверной архитектуры программы средствами фрэймворка **Spring**

- база данных **Postgres**

- эмуляция клиентской части средствами **Postman**

- документирование API средствами **Swagger**

- разработка Unit-тестов средствами библиотеки **Junit-5**

- разработка интеграционных тестов средствами фрэймворка **Mockito**

# Основная часть.

Разделы основной части.

## Хранение данных.

Для хранения данных о геодезических пунктах проектом предусматривается использовать базу данных Postgres.

Чтобы развернуть базу данных на рабочей машине, будем использовать контейнер docker. Для этого подбираем подходящий образ на сайте hub.docker.com.

Команду, запускающую наш контейнер прописываем в файле run-postgres.sh:

docker run -d --name postgres-container -e POSTGRES\_DB=basepointsdb -e POSTGRES\_USER=andrew -e POSTGRES\_PASSWORD=1234 -p 5432:5432 -v /home/andrew/basepointsdb:/var/lib/postgresql/data postgres:alpine3.19

Здесь:

-d – ключ, запускающий контейнер в режиме демона

--name postgres-container – название создаваемого контейнера

-e POSTGRES\_DB=basepointsdb – переменная окружения, определяющая название создаваемой базы данных

-e POSTGRES\_USER=andrew – переменная окружения, определяющая имя пользователя

-e POSTGRES\_PASSWORD=1234 – переменная окружения, определяющая пароль для входа в субд для пользователя andrew

-p 5432:5432 – указываем соответствие порта в контейнере порту на хост-машине

-v /home/andrew/basepointsdb:/var/lib/postgresql/data – указываем место на хост-машине, в котором будет сохраняться наша база данных. Это позволит сохранять данные между сеансами работы с бд

postgres:alpine3.19 – название выбранного на docker.hub образа

Для запуска созданного скрипта необходимо добавить права доступа на выполнение для файла. Для этого выполним в терминале команду:

sudo chmod +x run-postgres.sh

После этого запускаем скрипт терминальной командой из папки в которой он расположен:

./run-postgres.sh

Результат работы скрипта можно посмотреть с помощью терминальной команды, позволяющей увидеть список запущенных контейнеров:

docker ps

После этого, входим в контейнер в интерактивном режиме и убеждаемся в работе субд:

docker exec -it postgres-container psql -U andrew basepointsdb

\dt

Здесь:

\dt – отображает содержимое базы данных

## Разработка приложения.

### 1. Проектирование API.

Проектом предусматривается наличие в приложении следующих эндпоинтов для работы с базой данных геодезических пунктов:

1. GET /point: Получение списка всех геодезических опорных пунктов (далее пунктов), хранящихся в базе данных
2. GET /point/{id}: Получение информации о конкретном пункте. Здесь {id} – это уникальный идентификатор пункта.
3. GET /point/name/{name}: Получение списка всех пунктов с названием, совпадающим с переданным параметром {name}. Название пункта не является уникальным. Пункты с одинаковым названием могут иметь разные координаты, разный класс точности и расположены на разных листах карт.
4. GET /point/sheet/{sheet}: Получение списка всех пунктов, расположенных на листах карты с номенклатурой (см. Приложение А), совпадающей с переданным параметром {sheet}.
5. PUT /point/{id}: Обновление информации о существующем пункте. Здесь {id} – это уникальный идентификатор пункта, а обновлённые данные о пункте будут отправляться в теле запроса в формате JSON.
6. POST /point: Добавление нового пункта. Здесь данные о новом пункте будут отправляться в теле запроса в формате JSON.
7. POST/point/area: Получение списка всех пунктов, расположенных в конкретном районе. Здесь данные о районе, заданном координатами юго-западного угла и его размерами, отправляются в теле запроса в формате JSON.
8. DELETE /point/{id}: Удаление пункта из базы данных. Здесь {id} – это уникальный идентификатор пункта.

### 2. Проектирование структуры данных для пункта.

Каждый геодезический пункт будет иметь следующие атрибуты:

* id: Уникальный идентификатор пункта.
* name: Название пункта.
* x: Координата X пункта.
* y: Координата Y пункта.
* z: Координата Z пункта.
* sheet: Номенклатура листа карты масштаба 1:100 000, на котором расположен пункт (или наименование объекта для крупномасштабных съёмок).
* accuracyClass: Класс точности сети пункта.(см. Приложение Б)
* coordinateSystem: Система координат пункта.

### 3. Создание и настройка нового Spring проекта.

На сайте Spring Initializr выбираем следующие параметры:

- Project: Maven Project

- Language: Java

-Spring Boot: Выбираем последнюю стабильную версию

- Project Metadata: Вводим информацию о своём проекте

Добавляем следующие зависимости:

- Spring Web: Для создания веб-приложения с использованием Spring MVC.

- Spring Data JPA: Для работы с базой данных через JPA(Java Persistence API). Это спецификация для управления, доступа и сохранения Java объектов в базу данных. Это способ взаимодействия с базой данных с помощью объектно-ориентированного подхода.

- Lombok: Библиотека аннотаций Java, которая помогает сократить количество шаблонных кодов.

- PostgreSQL: Драйвер JDBC и R2 ODBC, который позволяет Java-программам подключаться к базе данных PostgreSQL, используя стандартный, независимый от базы данных Java-код.

После выбора всех параметров, генерируем наш проект, нажав кнопку «Generate», скачиваем и распаковываем архив в рабочую папку проекта.

Для подключения нашего проекта к базе данных, сервер которой уже запущен в docker-контейнере добавляем в файл srс/main/resources/application.yml следующие строки:

datasource:  
 url: jdbc:postgresql://localhost:5432/basepointsdb  
 username: andrew  
 password: 1234  
 driver-class-name: org.postgresql.Driver  
jpa:  
 hibernate:  
 ddl-auto: create-drop  
 show-sql: true

Здесь мы указываем параметры, использованные при запуске контейнера с базой данных:

url: адрес, порт и название базы данных

username: имя пользователя

password: пароль

ddl-auto: параметр библиотеки Hibernate, контролирующий автоматическое создание и обновление схемы базы данных. В нашем случае, при разработке и отладке приложения используем значение «create-drop», при котором Hibernate будет удалять существующую схему базы данных при каждом запуске и после завершения работы.

show-sql: этот параметр позволит отображать sql-запросы, что удобно при разработке и отладке приложения.

### 4. Слой model

Для работы с базой данных через JPA, создадим класс-сущность, который соответствует таблице в базе данных.

Класс BasePoint.java

import jakarta.persistence.\*;  
import lombok.Data;  
import lombok.NoArgsConstructor;

@Entity  
@Data  
@Table(name = "points")  
@NoArgsConstructor  
public class BasePoint {  
 @Id  
 @GeneratedValue(strategy = GenerationType.IDENTITY)  
 private long id;  
  
 @Column(name = "name", nullable = false)  
 private String name;  
  
 @Column(name = "x", nullable = false)  
 private long x;  
  
 @Column(name = "y", nullable = false)  
 private long y;  
  
 @Column(name = "z", nullable = false)  
 private long z;  
  
 @Column(name = "sheet")  
 private String sheet;  
  
 @Column(name = "accuracy\_class")  
 private String accuracyClass;  
  
 @Column(name = "coordinate\_system")  
 private String coordinateSystem;

Здесь используются следующие аннотации:

@Entity: указывает, что этот класс является JPA сущностью и должен быть отображён на таблицу базы данных.

@Table(name = «points»): указывает название таблицы в базе данных, с которой связана наша сущность.

@Data: генерирует шаблонный код, добавляя геттеры для всех полей, сеттеры для всех нефинальных полей, правильные реализации toString, equals, hashCode, конструктор для всех нефинальных полей, формируя таким образом объект POJO, необходимый для работы с JPA технологией.

@NoArgsConstructor: генерирует пустой конструктор.

@Id: указывает на то, что это поле является идентификатором, первичным ключом для базы данных.

@GeneratedValue(strategy = GenerationType.IDENTITY): этой аннотацией обычно помечается то же поле, что и аннотацией @Id. У неё есть четыре возможных стратегии (AUTO, IDENTITY, SEQUENCE, TABLE). В нашем случае ( GenerationType.IDENTITY), Hibername делегирует установку ID на уровень базы данных. При этом используется колонка, помеченная как PRIMARY KEY, AUTOINCREMENT.

@Column: позволяет задать имя колонки и другие параметры, такие как nullable и length. В нашем случае (nullable = false) означает, что для этих полей невозможно пустое значение.

### 5. Слой Repositoty

JpaRepositoty предоставляет множество полезных встроенных методов для работы с базой данных, а также позволяет создать пользовательские методы на базе SQL-запросов.

Интерфейс BasePointRepository

public interface BasePointRepository extends JpaRepository<BasePoint, Long> {

@Query("select b from BasePoint b where b.name like %?1%")  
 List<BasePoint> findByName(String name);

@Query("select b from BasePoint b where b.sheet like %?1%")  
 List<BasePoint> findBySheet(String sheet);

@Query("select p from BasePoint p where (p.x between :xSouth and :xNorth) and (p.y between :yWest and :yEast)")  
 List<BasePoint> findByArea(@Param("xSouth") long xSouth, @Param("yWest") long yWest, @Param("xNorth") long xNorth, @Param("yEast") long yEast);

}

Здесь:

@Query: аннотация, позволяющая создать SQL-запрос к базе данных и внедрить в него параметр, передаваемый в пользовательский метод.

С помощью конструкции ?1, указываем порядковый номер параметра в описании пользовательского метода, который передаём в SQL-запрос.

С помощью конструкции :xNorth, передаём в SQL-запрос параметр метода, помеченный аннотацией @Param(«xNorth»).

Дополняем JpaRepository следующими методами:

findByName: Выбирает в базе данных записи о пунктах, название которых содержит фрагмент, переданный аргументом.

findBySheet: Выбирает в базе данных записи о пунктах, название листа карты (название объекта) содержит фрагмент, переданный аргументом.

findByArea: Выбирает в базе данных записи о пунктах, которые попадают в область, параметры которой передаются аргументами. Прямоугольная область описывается плановыми (xSouth, yWest) координатами юго-западного угла и координатами северо-восточного угла (xNorth, yEast).

### 6. Слой Service

Слой сервиса – место, где выполняется основная бизнес-логика нашего приложения. В соответсвии с принципами SOLID, вначале создадим интерфейс, что сделает наш код более гибким, менее связанным.

Здесь мы определяем основные операции, которые проектом предусматривается выполнять над нашими данными.

Интерфейс BasePointService

public interface BasePointService {

// Следующий метод возвращает все записи из базы данных.

List<BasePointDto> getAll();

// Следующий метод возвращает запись с указанным id.

BasePointDto getById(long id);

// Следующий метод возвращает список геодезических пунктов, название которых содержит указанный фрагмент «name».

List<BasePointDto> getByName(String name);

// Следующий метод возвращает список геодезических пунктов, номенклатура листа М 1: 100 000 или название объекта которых содержит указанный фрагмент «sheet».

List<BasePointDto> getBySheet(String sheet);

// Следующий метод возвращает список геодезических пунктов, внутри области, описанной объектом «areaDto».

List<BasePointDto> getByArea(AreaDto areaDto);

// Следующий метод создаёт в базе данных запись с параметрами, переданными объектом «basePointDto»

BasePointDto createBasePoint(BasePointDto basePointDto);

// Следующий метод удаляет из базы данных запись с идентификатором «id».

BasePointDto removeById(long id);

// Следующий метод обновляет в базе данных поля записи с идентификатором «id», присваивая ей значения переданные объектом «basePointDto».

BasePointDto updatePoint(long id, BasePointDto basePointDto);

}

Методы, описанные в интерфейсе BasePointService реализуем в классе BasePointServiceImpl:

@Service  
@RequiredArgsConstructor  
public class BasePointServiceImpl implements BasePointService{  
 private static final String NOT\_FOUND\_POINT\_MESSAGE = "Couldn't find the point with the ";

private final BasePointRepository basePointRepository;

private final BasePointMapper basePointMapper;

@Override  
 public List<BasePointDto> getAll() {  
 return basePointMapper.toListBasePointDto(basePointRepository.findAll());  
 }

@Override  
 public BasePointDto getById(long id) {  
 BasePoint basePoint = basePointRepository.findById(id).orElse(null);  
 if (basePoint != null) {  
 return basePointMapper.toBasePointDto(basePoint);  
 } else {  
 throw new NoSuchElementException(NOT\_FOUND\_POINT\_MESSAGE + "id = " + id);  
 }  
 }

@Override  
 public List<BasePointDto> getByName(String name) {   
 List<BasePoint> basePoints = basePointRepository.findByName(name);  
 if (basePoints.isEmpty()) {  
 throw new NoSuchElementException(NOT\_FOUND\_POINT\_MESSAGE + "name = " + name);  
 }  
 return basePointMapper.toListBasePointDto(basePoints);  
 }

@Override  
 public List<BasePointDto> getBySheet(String sheet) {   
 List<BasePoint> basePoints = basePointRepository.findBySheet(sheet);  
 if (basePoints.isEmpty()) {  
 throw new NoSuchElementException(NOT\_FOUND\_POINT\_MESSAGE + "sheet = " + sheet);  
 }  
 return basePointMapper.toListBasePointDto(basePoints);  
 }

@Override  
 public List<BasePointDto> getByArea(AreaDto areaDto) {  
 long xNorthEast = areaDto.getX() + areaDto.getAreaHeight();  
 long yNorthEast = areaDto.getY() + areaDto.getAreaWidth();  
 List<BasePoint> basePoints = basePointRepository  
 .findByArea(areaDto.getX(),  
 areaDto.getY(),  
 xNorthEast,  
 yNorthEast);  
 if (basePoints.isEmpty()) {  
 throw new NoSuchElementException("No points were found inside the specified area");  
 }  
 return basePointMapper.toListBasePointDto(basePoints);  
 }

@Override  
 @Transactional  
 public BasePointDto createBasePoint(BasePointDto basePointDto) {  
 BasePoint basePoint = basePointMapper.toBasePoint(basePointDto);  
 return basePointMapper.toBasePointDto(basePointRepository.saveAndFlush(basePoint));  
 }

@Override  
 @Transactional  
 public BasePointDto removeById(long id) {  
 BasePoint basePoint = basePointRepository.findById(id).orElse(null);  
 if (basePoint == null) {  
 throw new NoSuchElementException(NOT\_FOUND\_POINT\_MESSAGE + "id = " + id);  
 }  
 basePointRepository.deleteById(id);  
 return basePointMapper.toBasePointDto(basePoint);  
 }

@Override  
 @Transactional  
 public BasePointDto updatePoint(long id, BasePointDto basePointDto) {  
 BasePoint basePoint = basePointRepository.findById(id).orElse(null);  
 if (basePoint == null) {  
 throw new NoSuchElementException(NOT\_FOUND\_POINT\_MESSAGE + "id = " + id);  
 }  
 basePoint.setName(basePointDto.getName());  
 basePoint.setX(basePointDto.getX());  
 basePoint.setY(basePointDto.getY());  
 basePoint.setZ(basePointDto.getZ());  
 basePoint.setSheet(basePointDto.getSheet()); basePoint.setAccuracyClass(basePointDto.getAccuracyClass());  
 return basePointMapper.toBasePointDto(basePointRepository.saveAndFlush(basePoint));  
 }  
}

Здесь:

@Service: сообщает фреймворку, что класс является компонентом приложения и указывает, что он содержит бизнес-логику

@RequiredArgsConstructor: позволяет получить конструктор с final полями. Таким образом, в нашем случае, внедряем в сервис BasePointRepository и BasePointMapper.

@Override: маркерная аннотация, указывающая компилятору на то, что компонент подкласса переопределяет элемент родительского класса, в нашем случае интерфейса BasePointService.

@Transactional: помечает метод, который исполняется в рамках транзакции и позволяет установить различные параметры, такие как Propagation и Isolation. В нашем случае устанавливаются значения по умолчанию.

propogation = Propagation.REQUIRED: Spring проверяет, есть ли активная транзакция, и если ничего не существует, создает новую. В противном случае бизнес-логика добавляется к текущей активной транзакции.

Isolation это одно из свойств ACID. Описывает как изменения, применяемые параллельными транзакциями, видны друг другу.

Isolation = Isolation.READ\_COMMITTED: уровень изоляции по умолчанию для Postgres. Этот уровень изоляции предтвращает dirty reads (грязное чтение). Остальные побочные эффекты параллелизма все еще могут иметь место. Таким образом, незафиксированные изменения в параллельных транзакциях никак на нас не влияют, но если транзакция зафиксирует свои изменения, наш результат может измениться при повторном запросе. Здесь речь идёт о следующих, возможных эффектах параллелизма:

- Dirty read: считывание незафиксированного изменения параллельной транзакции.

- Nonrepeatable read: получение другого значения при повторном чтении строки, если параллельная транзакция обновляет ту же строку и фиксирует.

-Phantom read: получение других строк после повторного выполнения запроса диапазона, если другая транзакция добавляет или удаляет некоторые строки в диапазоне и фиксирует.

В случае возникновения ошибки, например отсутствия или некорректного запроса имени пункта сервис пробрасывает исключение на уровень контроллера.

Для большей гибкости, меньшей связности и взаимодействия между слоями добавляем в проект классы BasePointDto и AreaDto.

Класс BasePointDto:

@Data  
public class BasePointDto {

private long id;

private String name;

private long x;

private long y;

private long z;

private String sheet;

private String accuracyClass;

private String coordinateSystem;

}

Здесь:

@Data: генерирует шаблонный код, добавляя геттеры для всех полей, сеттеры для всех нефинальных полей, правильные реализации toString, equals, hashCode, конструктор для всех нефинальных полей, формируя таким образом объект POJO, необходимый для работы с JPA технологией.

Класс AreaDto:

@Data  
@NoArgsConstructor  
public class AreaDto {

private long x;

private long y;

private long areaHeight;

private long areaWidth;

}

Здесь:

x: Координата X юго-западного угла прямоугольной области.

y: Координата Y юго-западного угла прямоугольной области.

areaHeight: Высота области.

areaWidth: Ширина области.

@NoArgsConstructor: генерирует пустой конструктор.

Для преобразования объектов между слоями Model и Dto служит класc BasePointMapperImpl, который, следуя принципам SOLID, внедряем в реализацию сервиса через интерфейс BasePointMapper.

Интерфейс BasePointMapper:

public interface BasePointMapper {

// Следующий метод возвращает экземпляр класса BasePoint, значения полей которого соответствуют полям объекта «BasePointDto».

BasePoint toBasePoint(BasePointDto basePointDto);

// Следующий метод возвращает экземпляр класса BasePointDto, значения полей которого соответствуют полям объекта «BasePoint».

BasePointDto toBasePointDto(BasePoint basePoint);

// Следующий метод преобразует список экземпляров класса BasePoint в список экземпляров класса BasePointDto и возвращает его.

List<BasePointDto> toListBasePointDto(List<BasePoint> basePoints);

// Следующий метод преобразует список экземпляров класса BasePointDto в список экземпляров класса BasePoint и возвращает его.

List<BasePoint> toListBasePoint(List<BasePointDto> basePointsDto);

}

Класс BasePointMapperImpl:

@Component  
public class BasePointMapperImpl implements BasePointMapper{

public BasePoint toBasePoint(BasePointDto basePointDto) {

BasePoint basePoint = new BasePoint();

basePoint.setName(basePointDto.getName());

basePoint.setX(basePointDto.getX());

basePoint.setY(basePointDto.getY());

basePoint.setZ(basePointDto.getZ());

basePoint.setSheet(basePointDto.getSheet());

basePoint.setAccuracyClass(basePointDto.getAccuracyClass());

basePoint.setCoordinateSystem(basePointDto.getCoordinateSystem());

return basePoint;

}

public BasePointDto toBasePointDto(BasePoint basePoint) {

BasePointDto basePointDto = new BasePointDto();

basePointDto.setId(basePoint.getId());

basePointDto.setName(basePoint.getName());

basePointDto.setX(basePoint.getX());

basePointDto.setY(basePoint.getY());

basePointDto.setZ(basePoint.getZ());

basePointDto.setSheet(basePoint.getSheet());

basePointDto.setAccuracyClass(basePoint.getAccuracyClass());

basePointDto.setCoordinateSystem(basePoint.getCoordinateSystem());

return basePointDto;

}

public List<BasePointDto> toListBasePointDto(List<BasePoint> basePoints) {

return basePoints.stream().map(this::toBasePointDto).toList();

}

public List<BasePoint> toListBasePoint(List<BasePointDto> basePointsDto) {

return basePointsDto.stream().map(this::toBasePoint).toList();

}

}

Здесь:

@Component: Указывает, что этот класс является компонентом. Такие классы автоматически сканируются Spring и регистрируются в контейнере IoC.

В методах toListBasePointDto и toListBasePoint используем возможности Java Stream Api, отображая и преобразуя данные с помощью функции map в нужный нам тип. В качестве функционального интерфейса типа Function, передаём аргументом ссылку на соответствующий метод класса.

### Слой Controller.

Слой контроллеров отвечает за обработку HTTP-запросов и взаимодействует со слоем сервисов для выполнения бизнес-логики.

Класс BasePointController:

@RestController

@RequestMapping("point")

@RequiredArgsConstructor

public class BasePointController {

private final BasePointService basePointService;

@GetMapping

public ResponseEntity<List<BasePointDto>> getAllBasePoints() {

return ResponseEntity.ok().body(basePointService.getAll());

}

@GetMapping("{id}")

public ResponseEntity<BasePointDto> getBasePointById(@PathVariable long id) {

try {

return ResponseEntity.ok().body(basePointService.getById(id));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

@GetMapping("name/{name}")

public ResponseEntity<List<BasePointDto>> getBasePointByName(@PathVariable String name) {

try {

return ResponseEntity.ok().body(basePointService.getByName(name));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

@GetMapping("sheet/{sheet}")

public ResponseEntity<List<BasePointDto>> getBasePointBySheet(@PathVariable String sheet) {

try {

return ResponseEntity.ok().body(basePointService.getBySheet(sheet));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

@DeleteMapping("{id}")

public ResponseEntity<BasePointDto> removeBasePointById(@PathVariable long id) {

try {

return ResponseEntity.ok().body(basePointService.removeById(id));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

@PostMapping

public ResponseEntity<BasePointDto> createBasePoint(@RequestBody BasePointDto basePointDto) {

return new ResponseEntity<>(basePointService.createBasePoint(basePointDto),HttpStatus.CREATED);

}

@PostMapping("area")

public ResponseEntity<List<BasePointDto>> getByArea(@RequestBody AreaDto areaDto) {

try {

return ResponseEntity.ok().body(basePointService.getByArea(areaDto));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

@PutMapping("{id}")

public ResponseEntity<BasePointDto> updateBasePoint(@PathVariable long id, @RequestBody BasePointDto basePointDto) {

try {

return ResponseEntity.ok().body(basePointService.updatePoint(id, basePointDto));

} catch (NoSuchElementException e) {

throw new ResponseStatusException(HttpStatus.NOT\_FOUND, e.getMessage());

}

}

}

Здесь:

**@RestController**: объединяет в себе аннотации @Controller и @ResponseBody. Она не только помечает класс как Spring MVC Controller, но и автоматически преобразует возвращаемые данные в формат JSON или XML. REST – архитектурный стиль взаимодействия компонентов распределённого приложения в сети. Таким образом наш микросервис легко внедрить в другие системы.

**@RequestMappping(«point»)**: эта аннотация задаёт базовый маршрут для всех методов в этом контроллере. Все эндпоинты будут начинаться с «/point».

**@GetMapping, @PostMapping, @PutMapping, @DeleteMapping**: Эти аннотации задают HTTP-метод для каждого из методов контроллера. Главным образом, они соответствуют стандартным CRUD-операциям: получение, создание, обновление и удаление.

**@PathVariable**: эта аннотация используется для передачи элемента пути запроса в виде параметра метода контроллера.

**@RequestBody**: эта аннотация помечает параметр в методе контроллера, сопоставляя его с телом запроса.

Методы контроллера обращаются к соответствующим методам сервиса для выполнения операции и возвращает результат в теле объекта ResponseEntity<T>.

Контроллер обрабатывает исключения вбрасываемые на уровне сервисного слоя и возвращает исключение типа ResponseStatusException.

**ResponseStatusException**: является программной альтернативой @ResponseStatus и базовым классом для исключений, используемых для применения кода состояния к HTTP-ответу. Это RuntimeException, и, следовательно, его не требуется явно добавлять в сигнатуру метода.

## Разработка тестов.

### 1. Настройка проекта.

Для снижения вероятности наличия дефектов, которые могут находиться в разрабатываемом проектом микро-сервисе, предусматривается разработка различных типов тестов, среди которых:

- unit-тесты

- интеграционные тесты

- сквозное тестирование

Для использования возможностей Junit-5, Mockito в проект внедряется Spring- boot в файл pom.xml:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

Для целей интеграционного и сквозного тестирования проект использует базу данных H2. Это открытая, кроссплатформенная СУБД, имеющая режим хранения данных в памяти. Добавляем зависимость в pom.xml:

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

Для выполнения сквозных HTTP-тестов проект использует WebTestClient. Для этого добавляем следующую зависимость в pom.xml:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-webflux</artifactId>

</dependency>

Для работы тестов с внедрённой базой данных H2, в папку test/resources добавляем файл application-test.yaml, со следующим содержимым:

server:

port: 8180

spring:

datasource:

url: jdbc:h2:mem:test

username: andrew

password:

driver-class-name: org.h2.Driver

jpa:

hibernate:

ddl-auto: create-drop

Здесь:

port: 8180 – свободный порт, на котором будет запускаться наш сервер БД

url: jdbc:h2:mem:test – параметр mem указывает, что хранение данных будет в оперативной памяти

Остальные параметры сходны с основными настройками.

В соответствии с принципом DRY(Don`t Repeat Yourself), нацеленного на снижение повторения информации различного рода, добавляем в проект класс PointComparator, методы которого сравнивают поля экземпляров классов BasePoint и BasePointDto:

@Component

public class PointComparator {

// Следующий метод возвращает истину при равенстве соответствующих полей экземпляров класса BasePoint и BasePointDto.

public boolean compareBasePointBasePointDTO(BasePoint basePoint, BasePointDto basePointDto) {

return basePoint.getId() == basePointDto.getId()&& basePoint.getName().equals(basePointDto.getName()) &&

basePoint.getX() == basePointDto.getX() &&

basePoint.getY() == basePointDto.getY() &&

basePoint.getZ() == basePointDto.getZ() && basePoint.getSheet().equals(basePointDto.getSheet()) && basePoint.getAccuracyClass().equals(basePointDto.getAccuracyClass()) && basePoint.getCoordinateSystem().equals(basePointDto.getCoordinateSystem());

}

// Следующий метод возвращает истину при равенстве соответствующих полей экземпляров класса BasePointDto и BasePoint, за исключением поля id.

public boolean compareBasePointDtoBasePoint(BasePointDto basePointDto, BasePoint basePoint) {

return basePointDto.getName().equals(basePoint.getName()) &&

basePointDto.getX() == basePoint.getX() &&

basePointDto.getY() == basePoint.getY() &&

basePointDto.getZ() == basePoint.getZ() && basePointDto.getSheet().equals(basePoint.getSheet()) && basePointDto.getAccuracyClass().equals(basePoint.getAccuracyClass()) && basePointDto.getCoordinateSystem().equals(basePoint.getCoordinateSystem());

}

// Следующий метод возвращает истину, при условии равенства всех полей двух экземпляров класса BasePoinDto, за исключением поля id.

public boolean compareBasePointDtoBasePointDto(BasePointDto expectPoint, BasePointDto actualPoint) {

return expectPoint.getName().equals(actualPoint.getName()) && expectPoint.getX() == actualPoint.getX() && expectPoint.getY() == actualPoint.getY() && expectPoint.getZ() == actualPoint.getZ() && expectPoint.getSheet().equals(actualPoint.getSheet()) && expectPoint.getAccuracyClass().equals(actualPoint.getAccuracyClass()) && expectPoint.getCoordinateSystem().equals(actualPoint.getCoordinateSystem());

}

}

### 2. Unit-тесты.

Для тестирования методов класса PointComparator создаём класс PointComparatorTest:

import static org.junit.jupiter.api.Assertions.\*;

// Используем статический импорт для уменьшения повторяющегося кода.

@SpringBootTest(classes = PointComparator.class)

class PointComparatorTest {

// @SptingBootTest: аннотация, которая указывает Spring, что тестовый класс является тестом Spring Boot. Это позволяет автоматически конфигурировать приложение, поднимает встроенный сервер, создаёт реальный контекст приложения, что позволяет тестировать его так, как если бы оно работало в продакшене. Для тестирования этого класса весь контекст не нужен, поэтому указываем параметром:

(classes = PointComparator.class): необходимый для тестов класс.

@Autowired

private PointComparator pointComparator;

private BasePoint basePoint;

private BasePointDto basePointDto;

// @Autowired: автоматически связывает бин с классом.

Вводим в класс две private-переменные, с которыми будем производить сравнения.

@BeforeEach

// эта аннотация обеспечит выполнение метода перед каждым тестом, который выполняет инициализацию сравниваемых переменных.

public void setUp() {

basePoint = new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

);

basePointDto = new BasePointDto();

basePointDto.setId(basePoint.getId());

basePointDto.setName(basePoint.getName());

basePointDto.setX(basePoint.getX());

basePointDto.setY(basePoint.getY());

basePointDto.setZ(basePoint.getZ());

basePointDto.setSheet(basePoint.getSheet()); basePointDto.setAccuracyClass(basePoint.getAccuracyClass()); basePointDto.setCoordinateSystem(basePoint.getCoordinateSystem());

}

// Следующий тест проверяет работу метода, сравнивающего все поля экземпляров классов BasePoint и BasePointDto.

@Test

void compareBasePointBasePointDTOTest() {

assertTrue(pointComparator.compareBasePointBasePointDTO(

basePoint, basePointDto));

}

// Следующий тест проверяет работу метода, сравнивающего все поля двух экземпляров класса BasePointDto, за исключением поля id.

@Test

void compareBasePointDtoBasePoint() {

assertTrue(pointComparator.compareBasePointDtoBasePointDto(

basePointDto, basePointDto

));

}

// Следующий тест проверяет работу метода, сравнивающего все поля экземпляров классов BasePointDto и BasePoint, за исключением поля id.

@Test

void compareBasePointDtoBasePointDto() {

assertTrue(pointComparator.compareBasePointDtoBasePoint(

basePointDto, basePoint

));

}

}

Для тестирования методов класса BasePointMapperImpl служит тестовый класс BasePointMapperImplTest:

import static org.junit.jupiter.api.Assertions.\*;

import java.util.ArrayList;

import java.util.List;

import java.util.Random;

@SpringBootTest(classes = {

BasePointMapperImpl.class,

PointComparator.class

})

// Параметрами аннотации @SpringBootTest указываем необходимые для тестирования классы, чтобы не загружать весь контекст приложения

class BasePointMapperImplTest {

Random random = new Random();

// Внедряем экземпляр класса Random для создания тестируемых объектов.

@Autowired

BasePointMapper basePointMapper;

@Autowired

PointComparator pointComparator;

// Внедряем тестируемый BasePointMapper и необходимый для сравнения PointComparator

// Следующий тест проверяет корректность преобразования экземпляра BasePointDto в BasePoint.

@Test

void toBasePointTest() {

BasePointDto expectBasePointDto = new BasePointDto();

expectBasePointDto.setName("1001");

expectBasePointDto.setX(999999999999L);

expectBasePointDto.setY(888888888888L);

expectBasePointDto.setZ(9000000000L);

expectBasePointDto.setSheet("L-37-32");

expectBasePointDto.setAccuracyClass("2кл");

expectBasePointDto.setCoordinateSystem("МСК-61-2");

BasePoint actualBasePoint = basePointMapper.toBasePoint(expectBasePointDto);

assertNotNull(actualBasePoint); assertTrue(pointComparator.compareBasePointDtoBasePoint(expectBasePointDto, actualBasePoint));

}

// Следующий тест проверяет корректность преобразования экземпляра BasePointDto в BasePoint.

@Test

void toBasePointDtoTest() {

BasePoint expectBasePoint = new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

);

BasePointDto actualBasePointDto = basePointMapper.toBasePointDto(expectBasePoint);

assertNotNull(actualBasePointDto); assertTrue(pointComparator.compareBasePointBasePointDTO(expectBasePoint, actualBasePointDto));

}

// Следующий тест проверяет корректность преобразования списка экземпляров BasePoint в список BasePointDto

@Test

void toListBasePointDtoTest() {

List<BasePoint> expectBasePointList = new ArrayList<>();

for (int i = 0; i < 10; i++) {

expectBasePointList.add(new BasePoint(

"Point\_N\_" + random.nextInt(100),

random.nextLong(1000000000),

random.nextLong(1000000000),

random.nextLong(1000000),

"L-37-" + random.nextInt(144),

random.nextInt(4) + "кл",

String.valueOf(random.nextInt(10000))

));

}

List<BasePointDto> actualBasePointDtoList = basePointMapper.toListBasePointDto(expectBasePointList);

assertNotNull(actualBasePointDtoList);

assertEquals(expectBasePointList.size(), actualBasePointDtoList.size());

for (int i = 0; i < expectBasePointList.size(); i++) {

boolean result = pointComparator.compareBasePointBasePointDTO(expectBasePointList.get(i), actualBasePointDtoList.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет корректность преобразования списка экземпляров BasePointDto в список BasePoint

@Test

void toListBasePointTest() {

List<BasePointDto> expectBasePointDtoList = new ArrayList<>();

for (int i = 0; i < 10; i++) {

BasePointDto basePointDto = new BasePointDto();

basePointDto.setName("Point\_N\_" + random.nextInt(100));

basePointDto.setX(random.nextLong(1000000000));

basePointDto.setY(random.nextLong(1000000000));

basePointDto.setZ(random.nextLong(1000000));

basePointDto.setSheet("L-37-" + random.nextInt(144));

basePointDto.setAccuracyClass(random.nextInt(4) + "кл");

basePointDto.setCoordinateSystem(String.valueOf(random.nextInt(10000)));

expectBasePointDtoList.add(basePointDto);

}

List<BasePoint> actualBasePointList = basePointMapper.toListBasePoint(expectBasePointDtoList);

assertNotNull(actualBasePointList);

assertEquals(expectBasePointDtoList.size(), actualBasePointList.size());

for (int i = 0; i < expectBasePointDtoList.size(); i++) {

boolean result = pointComparator.compareBasePointDtoBasePoint(expectBasePointDtoList.get(i), actualBasePointList.get(i));

assertTrue(result);

}

}

}

### 3. Интеграционное тестирование сервиса.

Интеграционные тесты дадут нам уверенность в том, что разные части нашего приложения корректно работают вместе, как и ожидалось.

Для тестирования класса BasePointService и проверки взаимодействия различных слоёв приложения служит класс BasePointServiceTest:

import static org.junit.jupiter.api.Assertions.\*;

// Чтобы не загружать весь контекст приложения, указываем необходимые для тестирования классы:

@SpringBootTest(classes = {

BasePointMapperImpl.class,

BasePointServiceImpl.class,

PointComparator.class,

})

class BasePointServiceTest {

// Здесь внедряем необходимые зависимости. BasePointRepository заменяем Mock-объектом, что позволит при тестировании определять поведение его методов:

@Autowired

private BasePointService basePointService;

@Autowired

private BasePointMapper basePointMapper;

@Autowired

private PointComparator pointComparator;

@MockBean

private BasePointRepository basePointRepository;

@Test

void getAllTest() {

List<BasePoint> expectBasePointList = createDemoPoints();

Mockito.when(basePointRepository.findAll()).thenReturn(expectBasePointList);

List<BasePointDto> actualBasePointList = basePointService.getAll();

assertNotNull(actualBasePointList);

assertEquals(expectBasePointList.size(), actualBasePointList.size());

boolean result;

for (int i = 0; i < expectBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectBasePointList.get(i), actualBasePointList.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет работу метода getById(), в случае, если база данных содержит запись с указанным id.

@Test

void getByIdTest() {

BasePoint expectBasePoint = new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

);

Optional<BasePoint> basePointOptional = Optional.of(expectBasePoint);

Mockito.when(basePointRepository.findById(1L)).thenReturn(basePointOptional);

BasePointDto actualBasePointdto = basePointService.getById(1);

assertNotNull(actualBasePointdto);

boolean result = pointComparator.compareBasePointBasePointDTO(expectBasePoint, actualBasePointdto);

assertTrue(result);

}

// Следующий тест проверяет работу метода getById(), в случае, если в базе данных нет записи с указанным Id.

@Test

void getByIdThrowException() {

Mockito.when(basePointRepository.findById(1L)).thenReturn(null);

assertThrows(RuntimeException.class, () -> basePointService.getById(1L));

}

// Следующий тест проверяет работу метода getByName(), в том случае, когда база данных содержит записи, соответствующие переданному шаблону.

@Test

void getByNameTest() {

List<BasePoint> expectBasePointList = createDemoPoints();

Mockito.when(basePointRepository.findByName("Гор")).thenReturn(expectBasePointList);

List<BasePointDto> actualBasePointDtoList = basePointService.getByName("Гор");

assertNotNull(actualBasePointDtoList);

assertEquals(expectBasePointList.size(), actualBasePointDtoList.size());

boolean result;

for (int i = 0; i < expectBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectBasePointList.get(i), actualBasePointDtoList.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет работу метода getByName(), в том случае, когда база данных не содержит записей, соответствующих переданному шаблону.

@Test

void getByNameThrowsException() {

List<BasePoint> expectBasePointList = new ArrayList<>();

Mockito.when(basePointRepository.findByName("Гор")).thenReturn(expectBasePointList);

assertThrows(RuntimeException.class, () -> basePointService.getByName("Гор"));

}

// Следующий тест проверяет работу метода getBySheet(), в том случае, когда база данных содержит записи, соответствующие переданному шаблону.

@Test

void getBySheet() {

List<BasePoint> expectBasePointList = createDemoPoints();

Mockito.when(basePointRepository.findBySheet("L-37")).thenReturn(expectBasePointList);

List<BasePointDto> actualBasePointDtoList = basePointService.getBySheet("L-37");

assertNotNull(actualBasePointDtoList);

assertEquals(expectBasePointList.size(), actualBasePointDtoList.size());

boolean result;

for (int i = 0; i < expectBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectBasePointList.get(i), actualBasePointDtoList.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет работу метода getBySheet(), в том случае, когда база данных не содержит записей, соответствующих переданному шаблону.

@Test

void getBySheetThrowsException() {

List<BasePoint> expectBasePointList = new ArrayList<>();

Mockito.when(basePointRepository.findBySheet("L-37")).thenReturn(expectBasePointList);

assertThrows(RuntimeException.class, () -> basePointService.getBySheet("L-37"));

}

// Следующий тест проверяет работу метода getByArea(), в том случае, когда база данных содержит геодезические пункты внутри описанной прямоугольной области.

@Test

void getByAreaTest() {

List<BasePoint> expectBasePointList = createDemoPoints();

AreaDto areaDto = new AreaDto();

areaDto.setX(0);

areaDto.setY(0);

areaDto.setAreaHeight(1000);

areaDto.setAreaWidth(1000);

Mockito.when(basePointRepository.findByArea(0, 0, 1000, 1000))

.thenReturn(expectBasePointList);

List<BasePointDto> actualBasePointDtoList = basePointService.getByArea(areaDto);

assertNotNull(actualBasePointDtoList);

assertEquals(expectBasePointList.size(), actualBasePointDtoList.size());

boolean result;

for (int i = 0; i < expectBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectBasePointList.get(i), actualBasePointDtoList.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет работу метода getByArea(), в том случае, когда база данных не содержит геодезических пунктов внутри описанной прямоугольной области.

@Test

void getByAreaThrowException() {

List<BasePoint> expectBasePointList = new ArrayList<>();

AreaDto areaDto = new AreaDto();

areaDto.setX(0);

areaDto.setY(0);

areaDto.setAreaHeight(1000);

areaDto.setAreaWidth(1000);

Mockito.when(basePointRepository.findByArea(0, 0, 1000, 1000))

.thenReturn(expectBasePointList);

assertThrows(RuntimeException.class, () -> basePointService.getByArea(areaDto));

}

// Этот тест проверяет корректную работу сервиса при добавлении новой записи в базу данных.

@Test

void createBasePoint() {

BasePointDto expectBasePointDto = new BasePointDto();

expectBasePointDto.setName("1001");

expectBasePointDto.setX(999999999999L);

expectBasePointDto.setY(888888888888L);

expectBasePointDto.setZ(9000000000L);

expectBasePointDto.setSheet("L-37-32");

expectBasePointDto.setAccuracyClass("2кл");

expectBasePointDto.setCoordinateSystem("МСК-61-2");

BasePoint expectBasePoint = basePointMapper.toBasePoint(expectBasePointDto);

Mockito.when(basePointRepository.saveAndFlush(Mockito.any())).thenReturn(expectBasePoint);

BasePointDto actualBasePointDto = basePointService.createBasePoint(expectBasePointDto);

assertNotNull(actualBasePointDto);

boolean result = pointComparator.compareBasePointDtoBasePointDto(expectBasePointDto, actualBasePointDto);

assertTrue(result);

}

// Следующий тест проверяет корректную работу сервиса по удалению записи из базы данных в случае, если запись с указанным Id существует.

@Test

void removeById() {

BasePoint expectBasePoint = new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

);

Mockito.when(basePointRepository.findById(expectBasePoint.getId())).thenReturn(Optional.of(expectBasePoint));

BasePointDto actualBasePointDto = basePointService.removeById(expectBasePoint.getId());

assertNotNull(actualBasePointDto);

boolean result = pointComparator.compareBasePointBasePointDTO(expectBasePoint, actualBasePointDto);

assertTrue(result);

}

// Следующий тест проверяет корректную работу сервиса при попытке удалить запись с несуществующим Id.

@Test

void removeByIdThrowsException() {

Mockito.when(basePointRepository.findById(Mockito.any())).thenReturn(null);

assertThrows(RuntimeException.class, () -> basePointService.removeById(1));

}

// Следующий вспомогательный метод возвращающает список пунктов для использования в тестах. Внедрён в тестовый класс для избежания большого количества повторяющегося кода, в соответствии с принципом DRY.

private List<BasePoint> createDemoPoints() {

return List.of(

new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"),

new BasePoint(

"Горняк",

5212456400L,

7575789450L,

1122280L,

"L-37-10",

"3кл",

"1942г")

);

}

}

### 4. Сквозное тестирование приложения.

Этот вид тестирования проверяет работу приложения от начала до конца. Это позволит убедиться, все компоненты системы могут работать в реальных условиях. Для взаимодействия с приложением используем методы экземпляра класса WebTestClient

Для тестирования эндпоинтов приложения служит класс BasePointControllerTest:

import static org.junit.jupiter.api.Assertions.\*;

@SpringBootTest(webEnvironment = SpringBootTest.WebEnvironment.DEFINED\_PORT)

// Параметр аннотации определяет использование порта, указанного в файле application-test.yaml

@AutoConfigureWebTestClient

// эта аннотация привязывает WebTestClient непосредственно к приложению. В этом случае тесты не зависят от HTTP-сервера и используют фиктивные запросы и ответы.

@ActiveProfiles("test")

// эта аннотация определяет активный профиль при загрузке контекста.

class BasePointControllerTest {

@Autowired

private WebTestClient webTestClient;

@Autowired

private BasePointRepository basePointRepository;

@Autowired

BasePointMapper basePointMapper;

@Autowired

PointComparator pointComparator;

// Внедряем необходимые зависимости

@BeforeEach

public void setUp() {

basePointRepository.deleteAll();

}

// @BeforeEach определяет метод, который будет выполняться перед каждым тестом.

// Следующий тест проверяет эндпоинт «GET: /point» для получения всех записей из базы данных

@Test

void getAllBasePointsTest() {

List<BasePoint> expectedBasePointList = createDemoPoints(); basePointRepository.saveAll(expectedBasePointList);

List<BasePointDto> responseBody = webTestClient.get()

.uri("point")

.exchange()

.expectStatus().isOk()

.expectBodyList(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

assertEquals(expectedBasePointList.size(), responseBody.size());

boolean result;

for (int i = 0; i < expectedBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectedBasePointList.get(i), responseBody.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет эндпоинт «GET: /point/{id}», в случае успешного обнаружения в базе данных записи с указанным id.

@Test

void getBasePointByIdTestSuccess() {

BasePoint expectBasePoint = basePointRepository.save(new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

));

BasePointDto responseBody = webTestClient.get()

.uri("point/" + expectBasePoint.getId())

.exchange()

.expectBody(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

boolean result = pointComparator.compareBasePointBasePointDTO(expectBasePoint, responseBody);

assertTrue(result);

}

// Следующий тест проверяет эндпоинт «GET: /point/{id}», в случае отсутствия в базе данных записи с указанным id.

@Test

void getBasePointByIdNotFound() {

basePointRepository.saveAll(createDemoPoints());

webTestClient.get()

.uri("point/4")

.exchange()

.expectStatus().isNotFound();

}

// Следующий тест проверяет эндпоинт «GET: /point/{name}», в случае успешного обнаружения в базе данных геодезических пунктов, название которых содержит фрагмент «name»

@Test

void getBasePointByNameTestSuccess() {

List<BasePoint> expectedBasePointList = createDemoPoints();

basePointRepository.saveAll(expectedBasePointList);

List<BasePointDto> responseBody = webTestClient.get()

.uri("point/name/Гор")

.exchange()

.expectStatus().isOk()

.expectBodyList(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

assertEquals(expectedBasePointList.size(), responseBody.size());

boolean result;

for (int i = 0; i < expectedBasePointList.size(); i++) {

result = pointComparator

.compareBasePointBasePointDTO(expectedBasePointList.get(i),

responseBody.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет эндпоинт «GET: /point/{name}», в случае отсутствия в базе данных геодезических пунктов, название которых содержит фрагмент «name»

@Test

void getBasePointByNameNotFound() {

basePointRepository.saveAll(createDemoPoints());

webTestClient.get()

.uri("point/name/1234")

.exchange()

.expectStatus().isNotFound();

}

// Следующий тест проверяет эндпоинт «GET: /point/{sheet}», в случае успешного обнаружения в базе данных геодезических пунктов, название листа M 1: 100 000 или объекта которых содержит фрагмент «sheet»

@Test

void getBasePointBySheetTestSuccess() {

List<BasePoint> expectedBasePointList = createDemoPoints();

basePointRepository.saveAll(expectedBasePointList);

List<BasePointDto> responseBody = webTestClient.get()

.uri("point/sheet/L-37")

.exchange()

.expectStatus().isOk()

.expectBodyList(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

assertEquals(expectedBasePointList.size(), responseBody.size());

boolean result;

for (int i = 0; i < expectedBasePointList.size(); i++) {

result = pointComparator.compareBasePointBasePointDTO(expectedBasePointList.get(i), responseBody.get(i));

assertTrue(result);

}

}

// Следующий тест проверяет эндпоинт «GET: /point/{sheet}», в случае отсутствия в базе данных геодезических пунктов, название листа M 1: 100 000 или объекта которых содержит фрагмент «sheet»

@Test

void getBasePointBySheetNotFound() {

basePointRepository.saveAll(createDemoPoints());

webTestClient.get()

.uri("point/sheet/1234")

.exchange()

.expectStatus().isNotFound();

}

// Следующий тест проверяет эндпоинт «DELETE: /point/{id}», в случае успешного обнаружения в базе данных записей с идентификатором id.

@Test

void removeBasePointByIdTest() {

BasePoint expectBasePoint = basePointRepository.save(new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

));

BasePointDto responseBody = webTestClient.delete()

.uri("point/" + expectBasePoint.getId())

.exchange()

.expectStatus().isOk()

.expectBody(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

boolean result = pointComparator.compareBasePointBasePointDTO(

expectBasePoint, responseBody

);

assertTrue(result);

}

// Следующий тест проверяет эндпоинт «POST: /point».

@Test

void createBasePointTest() {

BasePointDto expectBasePointDto = new BasePointDto();

expectBasePointDto.setName("1001");

expectBasePointDto.setX(999999999999L);

expectBasePointDto.setY(888888888888L);

expectBasePointDto.setZ(9000000000L);

expectBasePointDto.setSheet("L-37-32");

expectBasePointDto.setAccuracyClass("2кл");

expectBasePointDto.setCoordinateSystem("МСК-61-2");

BasePointDto responseBody = webTestClient.post()

.uri("point")

.contentType(MediaType.APPLICATION\_JSON)

.body(Mono.just(expectBasePointDto),BasePointDto.class)

.exchange()

.expectStatus().isCreated()

.expectBody(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

boolean result = pointComparator.compareBasePointDtoBasePointDto(

expectBasePointDto, responseBody);

assertTrue(result);

}

// Следующий тест проверяет эндпоинт «POST: /point/area}», в случае успешного обнаружения в базе данных геодезических пунктов внутри прямоугольной области, описанной в теле запроса.

@Test

void getByAreaTest() {

Random random = new Random();

List<BasePoint> expectedBasePointList = new ArrayList<>();

for (int i = 0; i < 10; i++) {

expectedBasePointList.add(new BasePoint(

"basePoint\_" + (i + 1),

random.nextInt(1000),

random.nextInt(1000),

random.nextInt(100),

"Empty",

"Empty",

"Empty"

));

basePointRepository.saveAll(expectedBasePointList);

AreaDto areaDto = new AreaDto();

areaDto.setX(0);

areaDto.setY(0);

areaDto.setAreaHeight(1000);

areaDto.setAreaWidth(1000);

List<BasePointDto> responseBody = webTestClient.post()

.uri("point/area")

.contentType(MediaType.APPLICATION\_JSON)

.body(Mono.just(areaDto), AreaDto.class)

.exchange()

.expectStatus().isOk()

.expectBodyList(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

assertEquals(expectedBasePointList.size(), responseBody.size());

boolean result;

for (int j = 0; j < expectedBasePointList.size(); j++) {

result = pointComparator.compareBasePointBasePointDTO(

expectedBasePointList.get(i),

responseBody.get(i));

assertTrue(result);

}

}

}

// Следующий тест проверяет эндпоинт «PUT: /point/{id}», в случае успешного обнаружения в базе данных записей с идентификатором id.

@Test

void updateBasePointTest() {

BasePoint expectBasePoint = basePointRepository.save(new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"

));

BasePointDto expectBasePointDto = new BasePointDto();

expectBasePointDto.setName("1001");

expectBasePointDto.setX(999999999999L);

expectBasePointDto.setY(888888888888L);

expectBasePointDto.setZ(9000000000L);

expectBasePointDto.setSheet("L-37-32");

expectBasePointDto.setAccuracyClass("2кл");

expectBasePointDto.setCoordinateSystem("МСК-61-2");

BasePointDto responseBody = webTestClient.put()

.uri("point/" + expectBasePoint.getId())

.contentType(MediaType.APPLICATION\_JSON)

.body(Mono.just(expectBasePointDto), BasePointDto.class)

.exchange()

.expectStatus().isOk()

.expectBody(BasePointDto.class)

.returnResult()

.getResponseBody();

assertNotNull(responseBody);

boolean result = pointComparator.compareBasePointDtoBasePointDto(

expectBasePointDto, responseBody);

assertTrue(result);

}

1. // Следующий вспомогательный метод служит для получения тестового списка экземпляров BasePoint.

private List<BasePoint> createDemoPoints() {

return List.of(

new BasePoint(

"Горная",

5212365400L,

7575821450L,

1159780L,

"L-37-09",

"3кл",

"1942г"),

new BasePoint(

"Горняк",

5212456400L,

7575789450L,

1122280L,

"L-37-10",

"3кл",

"1942г")

);

}

}

## Документация.

Для описания работы API в проект используется Swagger.

Swagger - это Open Source фреймворк для спецификации RESTful API.

Для внедрения Swagger в проект добавим зависимости в файл pom.xml:

<dependency>

<groupId>org.springdoc</groupId> <artifactId>springdoc-openapi-starter-webmvc-ui</artifactId>

<version>2.3.0</version>

</dependency>

<dependency>

<groupId>io.swagger.core.v3</groupId>

<artifactId>swagger-annotations</artifactId>

<version>2.1.6</version>

</dependency>

Для описания эндпоинтов нашего сервиса, и ответов сервиса добавим аннотации в класс BasePointController для каждого метода:

@RestController

@RequestMapping("point")

@RequiredArgsConstructor

public class BasePointController {

private final BasePointService basePointService;

@Operation(summary = "gets all the basic geodetic points", description =

"Загружает данные обо всех геодезических пунктах, хранящихся в базе данных")

@ApiResponses(value = {

@ApiResponse(responseCode = "200", description = "Success"),

@ApiResponse(responseCode = "404", description = "Not found"),

@ApiResponse(responseCode = "500", description = "Internal server error")

})

@GetMapping

public ResponseEntity<List<BasePointDto>> getAllBasePoints() {}

Здесь:

@Operation: Описывает метод. Параметр summary представляет короткое описание, а description – развёрнутое описание.

@ApiResponses: Предоставляет массив описаний для ответов метода.

Для описания модели, в классы AreaDto и BasePointDto добавим аннотации Swagger для документирования входных и выходных данных.

Класс AreaDto:

@Data

@NoArgsConstructor

@Schema(name = "Прямоугольная область поиска")

public class AreaDto {

/\*\*

\* X coordinate of the southwest corner of the search area

\*/

@NotNull

@Schema(name = "Юго-западный угол X, мм.")

private long x;

Класс BasePointDto:

@Data

@NoArgsConstructor

@Schema(name = "Пункт геодезической сети")

public class BasePointDto {

private long id;

/\*\*

\* Points name

\*/

@NotNull

@Schema(name = "Название пункта")

private String name;

Здесь:

@Shema: Позволяет определять входные и выходные данные.

Внедрение Swagger в проект добавляет к проекту следующие эндпоинты:

localhost:8080/swagger-ui/index.html: графический интерфейс Swagger, который позволяет тестировать сервис и предоставляет документацию. Даёт возможность просмотреть какие типы запросов есть, описание моделей и их типов данных.

Localhost:8080/v3/api-docs: генерирует документацию на основе существующего кода, основываясь на Java Annotation.

Работа с Swagger представлена в приложении C.

# Заключение.

Таким образом, в результате вышеописанной работы в нашем распоряжении микросервис, который можно запустить одним из нижеописанных способов:

### Способ 1.

- Открываем терминал в папке geocatalog/target

- Запускаем контейнер с Postgres из командной строки:

docker run -d --name postgres-container -e POSTGRES\_DB=basepointsdb -e POSTGRES\_USER=andrew -e POSTGRES\_PASSWORD=1234 -p 5432:5432 postgres:alpine3.19

- Запускаем приложение из командной строки:

java -jar geocatalog.jar

Демонстрация работы с сервисом с помощью программы Postman продемонстрирована в приложении D.

# Приложения.

## Приложение А. Номенклатура топографических карт.

В основу номенклатуры топографических карт положена карта масштаба 1:1 000 000 (10 км в 1см; так называемые «миллионки»).

Вся поверхность Земли делится параллелями на ряды (через 4°), а меридианами — на колонны (через 6°); стороны образовавшихся трапеций служат границами листов карты масштаба 1:1000 000. Ряды обозначаются заглавными латинскими буквами от А до V, начиная от экватора к обоим полюсам, а колонны — арабскими цифрами, начиная от меридиана 180°с запада на восток. Номенклатура листа карты состоит из буквы ряда и номера колонны. Например, лист с городом Москва обозначается N-37.

Приполярные круглые области (с широтой свыше 88°) обозначаются буквой Z без указания номера колонны.

Карты масштаба 1:100 000 (1 км в 1 см) получаются делением листа миллионной карты на 144 части (рис. 3); их номенклатура состоит из обозначения листа карты масштаба 1:1000000 с добавлением одного из чисел 1, 2, 3, 4, …, 143, 144. Например, лист стотысячной карты с городом Рязань имеет номенклатуру N-37-56.

Во избежание путаницы с картами масштабов 1:500 000 и 1:200 000 (для которых существуют сходные альтернативные обозначения), карты этого масштаба могут обозначаться трёхзначными арабскими цифрами без потери начальных нулей, например: О-37-050.
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Рис. 3. Пример разграфки листа миллионной карты на карты масштаба 1:500 000 (синие), 1:200 000 (зелёные) и 1:100 000 (жёлтые)

## Приложение Б. Классификация геодезических сетей.

Все геодезические сети по назначению и точности построения подразделяются на три большие группы:

* государственные геодезические сети (ГГС),
* геодезические сети сгущения (ГСС),
* геодезические съемочные сети.

Государственные плановые сети имеют плотность в среднем 1 пункт на 5 — 15 км², высотные — 1 пункт на 5 — 7 км², дальнейшее сгущение геодезических сетей осуществляется путем создания сетей местного значения — сетей сгущения и съемочных сетей. Минимальное число пунктов съемочного обоснования для незастроенной территории 12 шт. на 1 км

У пунктов геодезической сети есть такая характеристика как класс точности.

В порядке убывания от более точных к менее точным:

* 1 класс
* 2 класс
* 3 класс
* 4 класс
* I разряд
* II разряд

С точки зрения геометрии любая геодезическая сеть – это группа зафиксированных на местности точек, для которых определены плановые координаты (X и Y или B и L) в принятой двухмерной системе координат и отметки H в принятой системе высот или три координаты X, Y и Z в принятой трехмерной системе пространственных координат.

По своей сущности геодезические пункты подразделяются на грунтовые и стенные. Грунтовые (закладываемые в грунт на незастроенной территории) состоят непосредственно из самого центра, являющегося носителем координат, наружного знака — обозначающего положение центра на местности и обеспечивающего взаимную видимость смежных пунктов сети и подземного сооружения (скрытая часть). Основная часть — Центр. Предназначен надежно и долговременно сохранять координаты пункта всех классов кроме I-го. Пункты I-го класса представляют группы центров, т. н. «кусты». Стенные г. п. закладываются в стены сооружений на застроенной территории и предназначены для сохранения координат III, IV классов, 1 и 2 разрядов. В отдельный класс выделяются пункты технических сетей, не имеющие капитального закрепления и наружного знака. В таких случаях применяются разборные знаки (переносимые или перевозимые), а сам пункт имеет характер временного (утрачивается в течение незначительного отрезка времени — 1 или 2 сезонов). Все виды геодезических пунктов не противопоставляются друг другу, а взаимно дополняют — чем выше класс сети, тем солидней конструкция и выше надежность центра.

![](data:image/png;base64,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)

Рис. Наружный знак геодезического пункта
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